**Lab Exercise 17- Built-in Tagging feature in Metaflow**

Here is the corrected version of the tagging\_flow.py file using current.run.add\_tag() instead of current.step.add\_tag():

**Corrected File: tagging\_flow.py**
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from metaflow import FlowSpec, step, current

class TaggingFlow(FlowSpec):

@step

def start(self):
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# Add a tag to the current run (flow run, not a specific step)

current.run.add\_tag('start\_step\_run')
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self.message = "This is a demo of tagging and metadata."

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABcAAAAsCAYAAACOlyPOAAAAAXNSR0IArs4c6QAAAIRlWElmTU0AKgAAAAgABQESAAMAAAABAAEAAAEaAAUAAAABAAAASgEbAAUAAAABAAAAUgEoAAMAAAABAAIAAIdpAAQAAAABAAAAWgAAAAAAAABIAAAAAQAAAEgAAAABAAOgAQADAAAAAQABAACgAgAEAAAAAQAAABegAwAEAAAAAQAAACwAAAAAgyw1PQAAAAlwSFlzAAALEwAACxMBAJqcGAAAAuJJREFUSA2tV11u2zAMJhMfYGj7kqf6IQV2i3onaXaS2CeZe5JltxiwAHOe/LIOO4BrjaR+bMnyT5wKiCVS5CeG5o+MsGDU9/sTKHg2ohfYwGH353yaU8U5gfrT5xQ2ze+oHOLX3duvMrpHzIQ36vunAyj1jZYF093AFLBJyer4UConXRg7QCyv7/Zj6n3QCyBUzNi9nTPSyWl5pB/s/p6jHrDgVtC3HLECVNWYf+mAirAf6R18GZOh/XWDwflfi1sjEJsI73oW/buY0mpwiSJ2CY8mqWQOHqvBYfueaSx83f37WQW4t5Fs+ZivLXI0hOzmNbNksVVQFGUbVX4IeH33VAKoF4tt5w8CN0lI5UADK8p4V4vsWetmifVIlq+PlgV23AxeP+wzc84lPO9mcAdoipqjaSElt8+IrSUbOWlMmntFqoVMdBScQt1Zy+ll5dIsuN638J1/wnNImLplsJgFD+Qteez5WvO4PAdjElzcIUr4GugBtHjQPJXJHKmMzucCNOiVDSWehuiefJCXjY+8570HI9xZ7qpcB0MrCi+xupBuI+3M1G5UqRjkifuEs5ybLPmx4to8WUIRMvk3HB0JNe+WABF++LArKC5QJtUrVueoMXTOdDg6t4Q7Aa1dYHxNlyK9janMkUhh/mLwrvNA0b08Eynv25McEjwwoBeT/egau7cstzw8dtMcNCuSA0Z2PTgYv+OwpoR2XE2bKBmkWB9olc+lrnAR88fgar3KLTpaIr4euRz5NiykOGIG1bGnO+sWffGhbm6HuZPMlgmSnwTvx7LFDuaCYjwPeI6c9LkpYIWTHi6OQ1bHmQSf8OfFQuiaYyl/9twiglzXFWRBQ2AtBizZDf1QHEt9VtAfXPzFtm1KUM1z0HkEENqk9Gp8CyUrm0ail5En9q3Q+9LGqtiL8mSpQfCHVwTTsRK5LjA5I3wtMEMm3BvnYlbeRdvodJ8xgkGvGgzOl/u5L4kQ9D8wKylJlk1Q+AAAAABJRU5ErkJggg==)

print(self.message)

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAwAAAAGCAYAAAD37n+BAAAAAXNSR0IArs4c6QAAAIRlWElmTU0AKgAAAAgABQESAAMAAAABAAEAAAEaAAUAAAABAAAASgEbAAUAAAABAAAAUgEoAAMAAAABAAIAAIdpAAQAAAABAAAAWgAAAAAAAABIAAAAAQAAAEgAAAABAAOgAQADAAAAAQABAACgAgAEAAAAAQAAAAygAwAEAAAAAQAAAAYAAAAAqoaP/wAAAAlwSFlzAAALEwAACxMBAJqcGAAAAJVJREFUGBljfC6i4sAABJJv7hwA0bjAcwENBQbmvw6Mz4VU/oMV/WNRlPxw4wFODUIqIDl5JrgC5j8L4GwkxnNh1QSoofJA4YcsQKIRiOsZ/jMoAGkwAFvP9CcByAGKQxwAZD9kYGJIYIRK3gerBBGMDAeBmu1R+AyMCyTf3l4AkQaSQCsbgFQ9ECMBxoUM/5gb0P0FAFxFLVzbKSV+AAAAAElFTkSuQmCC)

self.next(self.process\_data)

@step

def process\_data(self):

# Simulate some processing

current.run.add\_tag('processing\_step\_run') # Add a tag to this run
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self.processed\_data = self.message.upper()
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print(f"Processed Data: {self.processed\_data}")

self.next(self.end)

@step
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def end(self):

# Final step of the flow

current.run.add\_tag('end\_step\_run')
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print("Flow finished successfully!")

if \_\_name\_\_ == '\_\_main\_\_':

TaggingFlow()

**Key Changes:**

* I replaced current.step.add\_tag() with current.run.add\_tag() because tagging individual steps is not supported in Metaflow.

You can still inspect the tags at the run level, and all tags will apply to the entire run rather than specific steps.

**Running the Flow:**
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python tagging\_flow.py run --tag my\_experiment --tag version1

This will add the my\_experiment and version1 tags globally to the run, and the additional tags (start\_step\_run, processing\_step\_run, end\_step\_run) will be added during execution inside each step. You can inspect the tags with the Metaflow client, as shown earlier.

To inspect the tags added during the run, you can use the Metaflow Client API. Here’s the code to check and inspect the tags for a specific run of your TaggingFlow. This script will allow you to see the tags that were added both when running the flow (my\_experiment, version1) and dynamically during the steps (start\_step\_run, processing\_step\_run, end\_step\_run).

**File: inspect\_tags.py**

# inspect\_tags.py

from metaflow import Flow

def inspect\_tagging\_flow():

# Fetch the latest run of the TaggingFlow

run = Flow('TaggingFlow').latest\_run

# Print the run ID and tags associated with the entire run

print(f"Run ID: {run.id}")

print(f"Run Tags: {run.tags}")

# Iterate through each step in the flow and print the step name

for step in run:

print(f"Step: {step.id}")

print(f"Step Tags: {step.tags}")

if \_\_name\_\_ == '\_\_main\_\_':

inspect\_tagging\_flow()

**How the Code Works:**

1. **Fetching the Latest Run:**  
   This script fetches the latest run of your TaggingFlow using Flow('TaggingFlow').latest\_run.
2. **Printing Tags for the Entire Run:**  
   It prints out the tags associated with the entire run (my\_experiment, version1, start\_step\_run, etc.) using run.tags.
3. **Inspecting Each Step:**  
   It iterates through each step in the flow (start, process\_data, and end), printing the step name (step.id) and any tags associated with that step. Since tags are applied at the run level, the tags shown will be those associated with the entire run.

**How to Run the Inspection Code:**

1. Run your tagging flow first to ensure the tags are applied:

bash

Copy code

python tagging\_flow.py run --tag my\_experiment --tag version1

1. After the flow completes, run the inspection script:

bash

Copy code

python inspect\_tags.py

**Expected Output:**

bash

Copy code

Run ID: 5

Run Tags: {'my\_experiment', 'version1', 'start\_step\_run', 'processing\_step\_run', 'end\_step\_run'}

Step: start

Step Tags: {'my\_experiment', 'version1', 'start\_step\_run'}

Step: process\_data

Step Tags: {'my\_experiment', 'version1', 'processing\_step\_run'}

Step: end

Step Tags: {'my\_experiment', 'version1', 'end\_step\_run'}

**Explanation of Output:**

* **Run ID:** The unique identifier for the specific flow run (e.g., 5).
* **Run Tags:** These are the global tags applied to the run, including the ones added when the run was executed (my\_experiment, version1), as well as those added inside the steps (start\_step\_run, processing\_step\_run, end\_step\_run).
* **Step Tags:** While tags are applied globally at the run level, this script also shows the run-level tags for each step, reflecting the overall flow context.

To inspect the tags added during the run, you can use the Metaflow Client API. Here’s the code to check and inspect the tags for a specific run of your TaggingFlow. This script will allow you to see the tags that were added both when running the flow (my\_experiment, version1) and dynamically during the steps (start\_step\_run, processing\_step\_run, end\_step\_run).

**File: inspect\_tags.py**

# inspect\_tags.py

from metaflow import Flow

def inspect\_tagging\_flow():

# Fetch the latest run of the TaggingFlow

run = Flow('TaggingFlow').latest\_run

# Print the run ID and tags associated with the entire run

print(f"Run ID: {run.id}")

print(f"Run Tags: {run.tags}")

# Iterate through each step in the flow and print the step name

for step in run:

print(f"Step: {step.id}")

print(f"Step Tags: {step.tags}")

if \_\_name\_\_ == '\_\_main\_\_':

inspect\_tagging\_flow()

**How the Code Works:**

1. **Fetching the Latest Run:**  
   This script fetches the latest run of your TaggingFlow using Flow('TaggingFlow').latest\_run.
2. **Printing Tags for the Entire Run:**  
   It prints out the tags associated with the entire run (my\_experiment, version1, start\_step\_run, etc.) using run.tags.
3. **Inspecting Each Step:**  
   It iterates through each step in the flow (start, process\_data, and end), printing the step name (step.id) and any tags associated with that step. Since tags are applied at the run level, the tags shown will be those associated with the entire run.

**How to Run the Inspection Code:**

1. Run your tagging flow first to ensure the tags are applied:

python tagging\_flow.py run --tag my\_experiment --tag version1

1. After the flow completes, run the inspection script:

python inspect\_tags.py

**Expected Output:**

Run ID: 5

Run Tags: {'my\_experiment', 'version1', 'start\_step\_run', 'processing\_step\_run', 'end\_step\_run'}

Step: start

Step Tags: {'my\_experiment', 'version1', 'start\_step\_run'}

Step: process\_data

Step Tags: {'my\_experiment', 'version1', 'processing\_step\_run'}

Step: end

Step Tags: {'my\_experiment', 'version1', 'end\_step\_run'}

**Explanation of Output:**

* **Run ID:** The unique identifier for the specific flow run (e.g., 5).
* **Run Tags:** These are the global tags applied to the run, including the ones added when the run was executed (my\_experiment, version1), as well as those added inside the steps (start\_step\_run, processing\_step\_run, end\_step\_run).
* **Step Tags:** While tags are applied globally at the run level, this script also shows the run-level tags for each step, reflecting the overall flow context.